2016级数据结构第七次上机解题报告

A

简单题，对于给出的数据依次检索即可。

参考代码：  
#include <iostream>

using namespace std;

int main() {

int N, H, D;

cin >> N >> D >> H;

int h, d, wasted = 0;

while (N-- && H > 0) {

cin >> d >> h;

if (d == D)

H -= h;

else

wasted++;

}

cout << wasted << "\n";

return 0;

}

B

使用一个队列记录“当前能看到哪些山峰”，枚举每一个山峰的状态，每次更新这个队列即可。更新的规则很简单，队列中的有元素必须依次递减。每次更新时，将当前元素入队，不符合条件的元素出队。

参考代码：

#include <iostream>

#include <stack>

using namespace std;

int main() {

int n, now;

long long cnt = 0;

stack<int> s;

while (!s.empty()) s.pop();

cin >> n;

while (n--) {

cin >> now;

if (s.empty())

s.push(now);

else {

cnt += s.size();

while (!s.empty() && now > s.top())

s.pop();

s.push(now);

}

}

cout << cnt;

return 0;

}

C

这道题的要求是根据完全二叉树的层次遍历来建立二叉树，并输出二叉树的中序遍历。我们在层次遍历输出一棵树的时候用到了队列，所以在建立一棵树的时候可以用同样的方法建立。

参考代码：  
#include <iostream>

#include <queue>

#include <fstream>

#define in std::cin

#define out std::cout

using namespace std;

struct Tree {

int val;

Tree \*left, \*right;

Tree(): val(0), left(nullptr), right(nullptr){}

Tree(int x): val(x), left(nullptr), right(nullptr){}

};

void in\_order(Tree \*root) {

if (!root) return;

in\_order(root->left);

out << root->val << ' ';

in\_order(root->right);

}

int main() {

int x;

queue<Tree\*> q;

bool has\_left = false;

in >> x;

Tree \*root = new Tree(x);

q.push(root);

while (in >> x) {

Tree \*tree = q.front();

Tree \*temp = new Tree(x);

if (!has\_left) {

tree->left = temp;

q.push(temp);

has\_left = true;

} else {

tree->right = temp;

q.push(temp);

q.pop();

has\_left = false;

}

}

in\_order(root);

out << '\n';

return 0;

}

D

这道题要求是求出叶子节点的数目，我们可以遍历这棵树，如果在遍历的时候，某个节点非空，而且左右子树都是空的，那就说明这是一个叶子节点。

参考代码：

#include <iostream>

#include <cstdio>

using namespace std;

struct Tree {

int val;

Tree \*left, \*right;

Tree() : val(0), left(nullptr), right(nullptr) {}

Tree(int x) : val(x), left(nullptr), right(nullptr) {}

};

void preOrder(Tree \*tree) {

if (tree) {

printf("%c", tree->val);

preOrder(tree->left);

preOrder(tree->right);

}

}

void deleteTree(Tree \*tree) {

if (tree) {

deleteTree(tree->left);

deleteTree(tree->right);

delete tree;

}

}

int countLeaf(Tree \*tree) {

if (!tree) return 0;

if (!tree->left and !tree->right) return 1;

return countLeaf(tree->left) + countLeaf(tree->right);

}

char a[1010];

void createTree(Tree \*&t, int& i) {

char p = a[i++];

if (p == '\0') {

return;

}

if (p != '#') {

t = new Tree(p);

createTree(t->left, i);

createTree(t->right, i);

}

}

int main() {

while (~scanf("%s", a)) {

int i = 0;

Tree \*root = nullptr;

createTree(root, i);

printf("%d\n", countLeaf(root));

deleteTree(root);

}

return 0;

}

E

输入时注意一下格式即可，要按行读入然后进行拆分，gets，getline皆可。

之后便是二叉树的四种遍历，书上原题，在此不进行赘述。

参考代码：

#include <iostream>

#include <stack>

#include <cstring>

#include <cstdio>

#include <string>

using namespace std;

struct BSTree

{

int data;

BSTree \*lchild, \*rchild;

BSTree() :data(0), lchild(NULL), rchild(NULL) {}

};

void InsertBST(BSTree \*&t, int key)

{

if (t == NULL)

{

t = new BSTree;

t->lchild = t->rchild = NULL;

t->data = key;

}

else

{

if (key<t->data)

InsertBST(t->lchild, key);

else

InsertBST(t->rchild, key);

}

}

void Print1(BSTree \*t)

{

if (t)

{

printf("%d ", t->data);

Print1(t->lchild);

Print1(t->rchild);

}

}

void Print2(BSTree \*t)

{

if (t)

{

Print2(t->lchild);

printf("%d ", t->data);

Print2(t->rchild);

}

}

void Print3(BSTree \*t)

{

if (t)

{

Print3(t->lchild);

Print3(t->rchild);

printf("%d ", t->data);

}

}

void Print4(BSTree \*T)

{

deque<BSTree\*> q\_first, q\_second;

q\_first.push\_back(T);

while (!q\_first.empty())

{

while (!q\_first.empty())

{

BSTree \*temp = q\_first.front();

q\_first.pop\_front();

cout << temp->data << " ";

if (temp->lchild)

q\_second.push\_back(temp->lchild);

if (temp->rchild)

q\_second.push\_back(temp->rchild);

}

q\_first.swap(q\_second);

}

}

void del(BSTree \*T)

{

if(T->lchild)

del(T->lchild);

if(T->rchild)

del(T->rchild);

delete T;

}

int main()

{

char s[60010];

int a[60010];

int cnt, cnt2;

int tt;

while (cin.getline(s,50010,'\n'))

{

cnt = 0;

cnt2 = 0;

BSTree \*t;

t = NULL;

tt=0;

while (s[cnt] != '\0')

{

if (s[cnt] != ' ')

{

tt\*=10;

tt+=s[cnt]-'0';

}

else

{

a[cnt2++]=tt;

tt=0;

}

cnt++;

}

a[cnt2++]=tt;

for(int i=0;i<cnt2;i++)

InsertBST(t, a[i]);

Print1(t);

cout << endl;

Print2(t);

cout << endl;

Print3(t);

cout << endl;

Print4(t);

cout << endl;

del(t);

memset(s, 0, sizeof(s));

}

return 0;

}

F

因为数据范围较大，所以要用map做个离散化，map[i]表示从i到i/2的路的花费，求最短路就是不断取v和u之中较大的除以2，直到两数相等就是它们的LCA，增加路段收费和求最短路收费都可以这么操作，前者是将前者的map值增加，后者是统计map值之和

参考代码：

#include <cstdio>

#include <map>

using namespace std;

map<long long,long long> mp;

int main()

{

int q,type;

long long v,u,w,ans;

while(scanf("%d",&q)!=EOF)

{

while(q--)

{

scanf("%d",&type);

if(type==1)

{

scanf("%lld%lld%lld",&v,&u,&w);

while(v!=u)

{

if(v>u)

{

mp[v]+=w;

v/=2;

}

else

{

mp[u]+=w;

u/=2;

}

}

}

else

{

scanf("%lld%lld",&v,&u);

ans=0;

while(v!=u)

{

if(v>u)

{

ans+=mp[v];

v/=2;

}

else

{

ans+=mp[u];

u/=2;

}

}

printf("%lld\n",ans);

}

}

mp.clear();

}

return 0;

}

G

dp，考虑以1-n分别为根节点，设dp[n][h]为n个结点高度为h的二叉搜索树的数量，![1493717725(1)](data:image/png;base64,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)，然后可以做一次前缀和，这样就可以O(1)时间得到不小于h的解了

参考代码：

#include <cstdio>

long long ans[36][36];

int main()

{

int n,h;

ans[0][0]=1;

for(int i=1;i<=35;i++)

for(int j=1;j<=35;j++)

for(int k=1;k<=i;k++)

for(int l=0;l<j;l++)

{

ans[i][j]+=ans[k-1][j-1]\*ans[i-k][l];

if(l!=j-1)

ans[i][j]+=ans[i-k][j-1]\*ans[k-1][l];

}

for(int i=1;i<=35;i++)

for(int j=1;j<=35;j++)

ans[i][j]+=ans[i][j-1];

while(scanf("%d%d",&n,&h)!=EOF)

printf("%lld\n",ans[n][n]-ans[n][h-1]);

return 0;

}

广告：DH的博客 http://blog.csdn.net/m0\_37729344